# Лабораторная работа № 3

Выполнил: Лосев Данил

**Задание:**

1. Реализовать коды в виде функций в удобном для Вас редакторе кода на языке программирования С++:

* Построение стека
* Вывод стека на экран

1. На основе алгоритмов из лекции № 3, созданных с помощью схем Дональда Кнута, написать соответствующие коды в виде функций с комментариями и откомпилировать их:

* вставка звена в стек
* удаление звена из стека

3.  Самостоятельно реализовать функции:

* поиск адреса звена по заданному значению
* нахождения количества элементов в стеке
* нахождения максимального элемента в стеке
* очистка памяти

|  |
| --- |
| #include <cstddef>  #include <iostream>  // Определяю структуру Node, представляющую элемент стека.  // В каждом узле хранится значение и указатель на следующий узел.  struct Node  {  int value;  Node \*next;  };  // Прототипы функций для работы со стеком. Здесь я создаю функции для добавления, удаления и поиска элементов в стеке.  void fillUserStack(Node \*&fStack);  void deleteUserStack(Node \*&fStack);  void push(Node \*&fStack, int fValue);  void pop(Node \*&fStack);  void printStack(Node \*fStack);  int findValueOfStack(Node \*fStack, int fValue);  int countOfNodesInStack(Node \*fStack);  int maxValueOfStack(Node \*fStack);  int main()  {  int value;  Node \*stack = NULL; // Инициализирую пустой стек.  // Заполняю стек элементами, введенными пользователем.  fillUserStack(stack);  printStack(stack); // Вывожу текущее состояние стека.  std::cout << "\nAdding element to the stack: ";  std::cin >> value;  push(stack, value); // Добавляю элемент в стек.  printStack(stack); // Снова вывожу стек, чтобы показать обновление.  std::cout << "\nRemoving an element from a stack" << std::endl;  pop(stack); // Удаляю элемент из стека.  printStack(stack); // Вывожу стек после удаления.  // Определяю и вывожу количество элементов в стеке.  int countOfNodes = countOfNodesInStack(stack);  std::cout << "\nNumber of elements in the stack: " << countOfNodes << std::endl;  // Ищу элемент в стеке по значению, введенному пользователем.  std::cout << "\nWhat element do you want to find: ";  std::cin >> value;  int countOfFoundElement = findValueOfStack(stack, value);  std::cout << "Count of found element: " << countOfFoundElement << std::endl;  // Нахожу максимальный элемент в стеке и вывожу его.  int MaxValue = maxValueOfStack(stack);  std::cout << "\nMax element of stack: " << MaxValue << std::endl;  // Очищаю стек и освобождаю память.  deleteUserStack(stack);  printStack(stack);  delete stack;  return 0;  }  // Функция запрашивает у пользователя значения для заполнения стека.  // Введенные значения добавляются в стек до тех пор, пока пользователь не введет 0.  void fillUserStack(Node \*&fStack)  {  std::cout << "\*\*Building a stack: \*\*" << std::endl;  int value;  std::cout << "Enter the values of the information fields of the stack nodes (0 = end):" << '\n' << "> ";  std::cin >> value;  while (value != 0)  {  push(fStack, value); // Добавляю введенное значение в стек.  std::cout << "> ";  std::cin >> value;  }  std::cout << "Stack built" << std::endl;  }  // Очищаю весь стек, последовательно удаляя каждый элемент.  void deleteUserStack(Node \*&fStack)  {  std::cout << "\n\*\*Stack removal\*\*" << std::endl;  while (fStack != NULL)  {  pop(fStack); // Удаляю элементы стека до тех пор, пока он не станет пустым.  }  }  // Добавляю новый элемент в стек, который будет находиться на его вершине.  void push(Node \*&fStack, int fValue)  {  Node \*curNode = new (Node); // Выделяю память для нового элемента.  (\*curNode).value = fValue; // Присваиваю ему значение.  (\*curNode).next = fStack; // Указываю, что следующий элемент — это текущий верхний элемент стека.  fStack = curNode; // Новым верхним элементом становится добавленный.  }  // Удаляю элемент с вершины стека.  void pop(Node \*&fStack)  {  if (fStack != NULL)  {  Node \*curNode = fStack; // Сохраняю текущий верхний элемент.  fStack = (\*fStack).next; // Смещаю указатель на следующий элемент.  delete curNode; // Удаляю старый верхний элемент.  }  }  // Вывожу все элементы стека, начиная с вершины.  void printStack(Node \*fStack)  {  if (fStack == NULL)  {  std::cout << "Stack is empty" << std::endl; // Если стек пуст, сообщаю об этом.  }  else  {  Node \*curNode = fStack;  std::cout << "Stack: ";  while (curNode != NULL)  {  std::cout << '\t' << (\*curNode).value; // Вывожу значение текущего узла.  curNode = (\*curNode).next; // Перехожу к следующему узлу.  }  std::cout << std::endl;  }  }  // Ищу, сколько раз заданное значение встречается в стеке.  int findValueOfStack(Node \*fStack, int fValue)  {  int count = 0;  Node \*curNode = fStack;  while (curNode != NULL)  {  if ((\*curNode).value == fValue)  {  count++; // Если нахожу совпадение, увеличиваю счетчик.  }  curNode = (\*curNode).next;  }  return count;  }  // Подсчитываю количество узлов в стеке.  int countOfNodesInStack(Node \*fStack)  {  int count = 0;  Node \*curNode = fStack;  while (curNode != NULL)  {  count++; // Увеличиваю счетчик для каждого узла.  curNode = (\*curNode).next;  }  return count;  }  // Нахожу максимальный элемент стека.  int maxValueOfStack(Node \*fStack)  {  Node \*curNode = fStack;  int maxValue = (\*curNode).value; // Начинаю с значения вершины стека.  while (curNode != NULL)  {  if ((\*curNode).value > maxValue)  {  maxValue = (\*curNode).value; // Обновляю максимальное значение, если нахожу большее.  }  curNode = (\*curNode).next;  }  return maxValue;  } |
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# Блок схемы

|  |  |
| --- | --- |
| void fillUserStack(Node \*&fStack)  {  std::cout << "\*\*Building a stack: \*\*" << std::endl;  int value;  std::cout << "Enter the values of the information fields of the stack nodes (0 = end):" << '\n' << "> ";  std::cin >> value;  while (value != 0)  {  push(fStack, value); // Добавляю введенное значение в стек.  std::cout << "> ";  std::cin >> value;  }  std::cout << "Stack built" << std::endl;  } |  |
| void deleteUserStack(Node \*&fStack)  {  std::cout << "\n\*\*Stack removal\*\*" << std::endl;  while (fStack != NULL)  {  pop(fStack); // Удаляю элементы стека до тех пор, пока он не станет пустым.  }  } |  |
| void push(Node \*&fStack, int fValue)  {  Node \*curNode = new (Node); // Выделяю память для нового элемента.  (\*curNode).value = fValue; // Присваиваю ему значение.  (\*curNode).next = fStack; // Указываю, что следующий элемент — это текущий верхний элемент стека.  fStack = curNode; // Новым верхним элементом становится добавленный.  } |  |
| void pop(Node \*&fStack)  {  if (fStack != NULL)  {  Node \*curNode = fStack; // Сохраняю текущий верхний элемент.  fStack = (\*fStack).next; // Смещаю указатель на следующий элемент.  delete curNode; // Удаляю старый верхний элемент.  }  } |  |
| void printStack(Node \*fStack)  {  if (fStack == NULL)  {  std::cout << "Stack is empty" << std::endl; // Если стек пуст, сообщаю об этом.  }  else  {  Node \*curNode = fStack;  std::cout << "Stack: ";  while (curNode != NULL)  {  std::cout << '\t' << (\*curNode).value; // Вывожу значение текущего узла.  curNode = (\*curNode).next; // Перехожу к следующему узлу.  }  std::cout << std::endl;  }  } |  |
| int findValueOfStack(Node \*fStack, int fValue)  {  int count = 0;  Node \*curNode = fStack;  while (curNode != NULL)  {  if ((\*curNode).value == fValue)  {  count++; // Если нахожу совпадение, увеличиваю счетчик.  }  curNode = (\*curNode).next;  }  return count;  } |  |
| int countOfNodesInStack(Node \*fStack)  {  int count = 0;  Node \*curNode = fStack;  while (curNode != NULL)  {  count++; // Увеличиваю счетчик для каждого узла.  curNode = (\*curNode).next;  }  return count;  } |  |
| int maxValueOfStack(Node \*fStack)  {  Node \*curNode = fStack;  int maxValue = (\*curNode).value; // Начинаю с значения вершины стека.  while (curNode != NULL)  {  if ((\*curNode).value > maxValue)  {  maxValue = (\*curNode).value; // Обновляю максимальное значение, если нахожу большее.  }  curNode = (\*curNode).next;  }  return maxValue;  } |  |

# Вопросы

**Контрольные вопросы**

1. Что такое структуры данных в программировании?

Структуры данных — это способ организации и хранения данных в компьютере таким образом, чтобы эффективно выполнять различные операции над ними. Они определяют, как данные могут быть использованы, изменены и структурированы для различных задач. Примеры структур данных включают массивы, списки, стеки, очереди, деревья и графы.

1. К какой категории относятся стеки на основе односвязных списков?

Стеки на основе односвязных списков относятся к категории **линейных структур данных**. Они работают по принципу "последним пришёл — первым ушёл" (LIFO), при этом элементы добавляются и удаляются только с одного конца — верхушки стека.

1. Как называется принцип работы стека?

Принцип работы стека называется **LIFO** — "Last In, First Out" (последним пришёл, первым ушёл). Это означает, что последний добавленный элемент будет извлечён первым.

1. Сколько действий можно выполнить со стеком? b) два
2. Как настроили указатель вершины стека stk на созданный элемент Элем, напишите оператор на С++\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_?

stk = t;

1. С помощью какого оператора  включили новый элемент в начало стека \_\_\_\_\_\_\_\_\_\_\_?

(\*t). next=stk;

1. Как «перенастроили» указатель стека stk  на следующий элемент за удаляемым\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_?

stk = (\*stk). next;

1. Нужно ли запоминать удаляемый элемент из стека и для чего?

Да, **нужно** запоминать удаляемый элемент из стека. Это необходимо для того, чтобы использовать или обработать этот элемент в дальнейшем. Например, если стек используется для вычислений (например, в обратной польской записи), удалённый элемент может быть операндом или оператором. Без сохранения удаляемого элемента информация будет потеряна, что может привести к ошибкам в алгоритме.

1. Сколько указателей есть у готового стека?

У готового стека на основе односвязного списка обычно есть **один указатель**, который указывает на вершину стека (или на голову списка). Этот указатель используется для добавления и удаления элементов. В случае пустого стека указатель будет указывать на NULL

10.Что такое NULL?

**NULL** — это специальное значение, которое используется в программировании для обозначения отсутствия данных или указателя на объект. Это значение указывает, что указатель не ссылается ни на какой объект или участок памяти. В контексте указателей, если указатель имеет значение NULL, это значит, что он не указывает на действительные данные.